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Abstract

Context: It is believed that agility in software processes can bring benefits to software development and lead to an economy of efforts when accommodating changes is needed. Objective: Assess pertinence and relevance of agility characteristics and agile practices for software processes. Method: From 18 agility characteristics and 17 agile practices applicable to software processes revealed through systematic literature reviews performed in 2010, a survey was conducted to assess their pertinence and relevance. Results: 16 agility characteristics and 15 agile practices were considered pertinent to insert agility in software processes. Conclusion: Results should be used sparingly. It would be interesting to replicate the study in other contexts, with different subjects, and compare them, to increase the generalization of their results.
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1 Introduction

The last decades saw a need for software processes capable of adapting to last-minute unforeseen changes or modifications, especially in requirements, to meet specific needs of business in an increasingly dynamic market, that is competitive and opening itself to new possibilities. The most significant challenge for organizations in the twenty-first century seems to be their ability to adapt to rapid change and unpredictability, in a more appropriate and faster manner than their competitors [1]. Slowness to accommodate uncertainty and rapid changes inevitably lead to the obsolescence of software and customer dissatisfaction [2]. Constant changes, especially in requirements and in a business environment, become difficult when more rigid software processes are applied.

Some activities of software processes (e.g., testing activities) are amongst the costliest of all the activities which are part of software development [3]. Changes in requirements may turn artefacts already planned, designed, specified or even already implemented with their results analyzed, in obsolete or outdated artefacts. It is desirable that software processes could have sufficient flexibility to accommodate inevitable changes and uncertainties. At the same time, it is expected that these processes might be described, monitored and improved [4].

One of the most important innovations for software development approaches in recent years has been the introduction of agile principles [5]. However, despite a series of agile methods being proposed, little is known of how these methods are used in practice and what their effects are on software processes [6]. Thus, some concerns pop up when one thinks of defining software processes susceptible to changes: how to embed flexibility in a software process? What are the desirable characteristics in a software process so that it can be considered agile? These questions, although seemingly simple, have not had adequate responses described in the literature.

According to [7], agile development approaches involve the adoption of a set of practices that are mutually supportive. An alternative solution to embed characteristics of agility into software processes can be supported, hence, by the adoption of agile practices. So, exploring this alternative involves answering the following questions: (1) what characteristics of agility are pertinent and should or could be candidates for insertion in a software process in order to make it agile? (2) what are the agile practices that are pertinent and can be considered for adoption in software processes with the aim of trying to embed characteristics of agility in these processes? Despite the understanding that one practice alone may not be able to bring a degree of agility suitable for a software process, it is necessary to consider
the pertinence of each one, separately, to support the formation of an appropriate set of agile practices that can turn a software process to get the degree of agility desired for a specific software project.

The methodology used in this research is based on the concepts of experimental software engineering [8] and on a structure presented by [9] in which secondary studies and primary studies are included. As suggested by [9], the methodology is split into two phases: (a) definition of technology and (b) refinement of the technology.

In the first phase secondary studies are executed to find the knowledge necessary to support the development of a proposal technology to solve a problem. In the second phase out primary studies (concept proofs, case studies and experimental studies) are carried to evaluate the technology, which may then be refined and/or have their understanding expanded. According to [10] the design phase of new technologies involves performing secondary studies and/or primary studies with the objective of obtaining an initial proposal of the new technology. Figure 1 illustrates the steps involved in this stage, adopted in this research.

![Figure 1: Research Methodology – Design Phase, adapted from [10]](image-url)
So, to answer the raised questions, after initial informal literature reviews, systematic reviews were done to identify characteristics of agility to be expected in software processes and the agile practices that could be adopted in the process to embed the desired characteristics of agility. To increase confidence in these results, the characteristics of agility and agile practices identified through the systematic reviews became the subject of study in a survey to assess the pertinence and the relevance level of each characteristic and practice, in the context of the agile approaches.

This paper is structured as follows: Sections 2 and 3 present the results of systematic reviews conducted to identify characteristics of agility and agile practices for software processes, respectively. We carried out two separate systematic reviews as the needs for the knowledge they produce had arisen in different moments. Besides this, considering the high efforts required by systematic reviews, an informal literature review was initially tried to identify agile practices, whose results were not considered sufficient and did not meet the requirements to this research work. Section 4 presents results from a primary study (survey) performed to assess the characteristics and practices identified through secondary studies previously mentioned. In Section 5 the threats to validity of the studies are discussed. Section 6 has the concluding remarks as well as some possibilities for future work.

2 Characteristics of Agility – A Systematic Review

Software process agility has been defined as the capability of quickly adapting to changes in the requirements and environments involving software [11]. The agile software process perspective means not only fast application development, but mainly the capability for quick and flexible adaptation to changes in processes, products or environments. Lean and highly iterative development, putting strong emphasis on stakeholder involvement, have been pointed out as key characteristics of agile methods [12].

Agile methods have proposed a way of looking at software development, focusing on interactions among people which can collaborate to achieve high development productivity. Besides, like conventional methods, the goal of agile methods is to build high quality software to meet the users’ needs [13]. Boehm and Turner [14], [15] suggest that agile development methods promise customer satisfaction in higher intensity, lower defect rates, faster software development and a solution for rapid requirements changes when compared to traditional ones. However, there is neither universal definition nor evidenced attributes for what could characterize a method or software process as agile [16], making hard the task of identifying agile software processes and/or decision-making when tailoring them to be agile. For the agile software development community, agility definition has been influenced by the values expressed in the Agile Manifesto, whereas in a business context, agility is usually defined in terms of timeliness and flexibility [17]. As observed by [18], the concept of agility has been approached in a number of disciplines and it originated, matured and has been applied and tested thoroughly over time in the manufacturing and management area.

The text in this Section aims at describing the results of a secondary study with the purpose of identifying a set of characteristics which could be used to characterize software processes as agile. A characteristic of agility represents a relevant attribute which a software process may present to make difference under the perspective of agility. Relevant attributes in the context of agile approaches will be considered as those attributes which contribute to achieve one or more of the values expressed in the agile manifesto [19], [20]. The basic research question is: What are the characteristics of agility in agile software process contexts? It is not intended to investigate characteristics for a particular agile method or software process, e.g. the six basic characteristics of ASD—Adaptive Software Development described by [21], but to identify what the desirable characteristics to support agility in software processes are. The objective of the study is to produce a characterization of the field and organize an evidence-based knowledge repository that can be used to support decision-making and knowledge management regarding agility in software processes.

2.1 Planning

A summary of the protocol, specifically designed for the study, is discussed in this Section.

The objective of the study is to identify the characteristics of agility for software development methods or processes, in a general sense, independently from a specific agile method.

The question was: What are the characteristics of agility in software development processes? The problem considered was to find characteristics of agility for software development processes. The research issue was structured by four elements (population, intervention, comparison, and outcome), according to [22]. The population considered was the set of software development projects. The interventions were the agile software development methods or processes. There was no comparison (alternative intervention). The outcome was a list of characteristics of agility
related to software development methods or processes. As there were no comparisons between intervention and alternatives [22], and also because it was not possible to undertake meta-analysis, this secondary study, although systematic, is considered by [23] as a quasi-systematic review. The application of the quasi-systematic review is to be used as a research support basis encompassing efforts to insert characteristics of agility in software processes.

Some documents were manually retrieved and analyzed before the execution of the initial searches. Three of them were chosen as controls: [24], [25], [26]. These controls were used to verify and calibrate the search string appropriately. The selected sources were the electronic databases available in [27], including conferences, journals and technical reports indexed by Compendex EI, IeeeXplore, Inspec, ISI Web of Science, the ACM digital library, Science Direct, and Scopus. The language expected for written documents was English. Any type of works or articles, mentioning and describing the meaning of characteristics of agility, on agile software processes, was considered.

The keywords selected for population were software development, project, system, application, engineering, building, and implementation. The keywords selected for intervention were agile, method, adaptive, rapid, approach, technique, environment, process, practice, and methodology. The keywords selected for outcome were characteristic, attribute, property, feature, characterization, aspect, idea, factor, dimension, driver, perspective, and requirement.

As inclusion and exclusion criteria, it was defined that documents should be available on the Web; documents should cover characteristics of agility for software development processes. The characteristics should be described or explained in the text. To avoid bias, documents reporting characteristics of specific agile methods were excluded.

A selection process for the studies was established. A researcher applied the search strategy to identify potential documents. Then, this researcher analysed the documents identified and applied the inclusion/exclusion criteria. The list of excluded documents was also analyzed by the second researcher, and in case of conflict, the document was included. The documents included were read by both researchers to extract information on the characteristics of agility.

It was also established that appraisals for the quality of the studies would not be conducted, due to their dealing with a characterization research and several kinds of studies. Most of the papers do not bring any evaluation through empirical studies, so extensive rigour could limit the capacity of observation necessary to identify the desired characteristics. The sources of documents were considered to provide initial confidence, since it was assumed the papers had been externally revised, so it could represent a ‘quality’ seal to justify their inclusion in this study.

It was established that the following data would be extracted: document title, author(s), document source, year of publication, and characteristics of agility. The results would be tabulated and an analysis would be done to identify commonalities as well as relevant agile software processes characteristics. The frequencies in which different authors approached each characteristic of agility were considered in assessing their relevance and as a basis for their ranking.

The search string was adapted according to specific search engines restrictions, observing: (1) the obtained search string should be logically equivalent to the basic search string; (2) if it was not possible to maintain exact equivalence, the obtained search string should be broader than the basic one, to avoid losses of relevant documents. This is to avoid changing the search string significance due to syntactical differences on the construction of its logical expressions among search engines and to avoid turning the search string less comprehensive due to specific engine restrictions. The basic search string adopted was:

(software development OR software engineering OR software building OR software implementation OR software projects OR software systems OR software application OR system development OR system engineering OR system building OR system implementation OR system project OR application development OR application engineering OR application building OR application implementation OR application project) AND ((agile OR adaptive OR rapid) AND (method OR process OR practice OR methodology OR approach OR technique OR environment)) AND ((agile) AND (characteristic OR attribute OR property OR feature OR characterization OR aspect OR idea OR factor OR dimension OR driver OR perspective OR requirement))

Some search engines offer particular operators which can be used in the construction of their specific search strings, such as Compendex EI’s operator NEAR. Also, different search engines may adopt different syntax rules.
2.2 Execution

The secondary study covered 4 protocol trials until January/2010. In Nov-Dec 2006 the protocol was executed for the first time, using the Compendex EI, IeeeXplore, Inspec, ISI Web of Science, and ACM Digital Library databases. References to documents published from 1978 to 2006 were retrieved. The second protocol execution was carried out in December-2007 for the same five electronic databases, but with a limited time frame (2006 and 2007). The third protocol execution was also carried out in December-2007, for two additional electronic databases, Scopus and Science Direct, searching for documents published and/or indexed until 2007. Some issues occurred then with the ACM Digital Library search engine which did not allow it to process the same search string due to some restrictions imposed by its search engine, when the searches were first carried out (2007). To avoid it become a strong threat to validity, and trying not decrease recall, the search string was adapted to be processed by the ACM Digital Library search engine. To update the findings, a fourth protocol trial was carried out in January-2010, with all seven search engines, searching for documents published and/or indexed from 2008 until 2009. The protocol executions along time can be seen in Figure 2.

![Figure 2: Protocol Executions along Time](image)

To support the handling and treatment of retrieved items, the reference manager JabRef 2.5 (http://jabref.sourceforge.net/) has been used. Together, all protocol trials retrieved 6,602 papers. The second and fourth trial extended the search space ‘chronologically’. The third trial extended the search space ‘geographically’, by using two new search engines. Table 1 shows paper distribution among the search engines for each protocol trial.

<table>
<thead>
<tr>
<th>Electronic Database</th>
<th>Exec 1</th>
<th>Exec 2</th>
<th>Exec 3</th>
<th>Exec 4</th>
<th>All Executions</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACM digital library</td>
<td>119</td>
<td>89</td>
<td></td>
<td></td>
<td>208</td>
</tr>
<tr>
<td>Compendex EI</td>
<td>303</td>
<td>179</td>
<td>327</td>
<td>809</td>
<td></td>
</tr>
<tr>
<td>IeeeXplore</td>
<td>299</td>
<td>124</td>
<td>201</td>
<td>624</td>
<td></td>
</tr>
<tr>
<td>Inspec</td>
<td>250</td>
<td>94</td>
<td>7</td>
<td>351</td>
<td></td>
</tr>
<tr>
<td>Science Direct</td>
<td></td>
<td></td>
<td>997</td>
<td>310</td>
<td>1,329</td>
</tr>
<tr>
<td>Scopus</td>
<td></td>
<td></td>
<td></td>
<td>1,864</td>
<td>3,203</td>
</tr>
<tr>
<td>Web of Science</td>
<td>45</td>
<td>22</td>
<td>33</td>
<td>78</td>
<td></td>
</tr>
<tr>
<td><strong>TOTAL</strong></td>
<td>1,016</td>
<td>508</td>
<td>2,217</td>
<td>6,602</td>
<td></td>
</tr>
</tbody>
</table>

2.3 Results and Discussion

In the set of retrieved references, duplicates were eliminated, the remaining papers being counted for the electronic database with most retrieved items. All references to documents adopted as controls were retrieved. References to documents published from 1977 to 2009 were found. Successive evaluations (title and abstract) were carried out and references to documents clearly dealing with aspects not concerning the research study were excluded. In some cases, also the document introduction was read in this initial evaluation. Further, in a more detailed evaluation, a set of 157 documents were selected and prioritized. These documents were thoroughly read while observing the criteria established in the protocol described in Section 2.1. Some of them lightly mention a possible characteristic of agility, but do not mention anything about its meaning. Fourteen documents contributed to the quasi-systematic review. This reduction in the number of documents is associated with part of the inclusion and exclusion criteria, as previously described in Section 2.1. Figure 3 shows the distribution of documents that contributed for the study, per year of
publication. It shows that it was not possible to find documents published in 1999, 2000, and 2007 the met the criteria established in the protocol.

![Figure 3: Percentages of documents per year of publication](image)

The Scopus engine retrieved 9 out of 14 documents that contributed to this study. Inspec retrieved 5 of them. Compendex EI and IEEEExplore retrieved 4 documents each. Web of Science and ScienceDirect retrieved 2 documents each. The ACM digital library did not retrieve any reference among those 14 documents.

There was a concern to avoid repeated counts for one same characteristic of agility. To prevent this, two clusters of documents were constructed, each cluster being computed once for the incidence of the characteristics in its documents, avoiding repeated counts. A pair of documents was included in a cluster when they were approaching the same agility characteristic, and any author of one of them belongs to the set of authors of the other document (same characteristic, same author). Moreover, documents approaching the same characteristics, one of them referencing the other document, were also included into the same cluster. The clusters (with two documents each) were conceived as follows: cluster 1 [25], [28]; cluster 2 [15], [26]. The characteristics of agility in the context of agile software processes were caught in 14 of the selected documents [28], [29], [30], [24] [11], [32], [33], [34], [25], [26], [15], [35], [36], [37], [38].

Taromirad and Ramsin [38] propose 17 main features of agility recommended for an agile method. However, in this paper, they did not describe the perspectives they considered for these features. In their other work, Taromirad and Ramsin [35] present nine characteristics of agility that have been defined based on the Agile Manifesto, Agile Principles, and papers presenting common agile traits. The authors stated that these characteristics can be used to evaluate the degree of agility for any software development methodology, even non-agile ones, which are: Speed (related to how quickly the process can produce results); Sustainability (related to monitoring and controlling the maintenance of speed and quality until the end of the development process); Flexibility (related to the capability of capturing and handling in the project, expected or unexpected changes); Learning (related to the process ability to ‘learn’ from past projects and previous iterations); Responsiveness (related to the capability of the process to provide feedback); Leanness (related to how the process values shorter time spans, using economical and simple quality-assured means for production); Lightness and simplicity (related to how light and simple the development process is); Technical quality (related to how the technical quality is monitored and controlled during the development process); Active user collaboration (related to the degree of customers’ involvement in the development process).

Rico [36] in his study about relationships between the use of agile methods to develop Internet websites and their quality pointed out four factors to characterize agile methods: iterative development, customer feedback, well-structured teams, and flexibility. Iterative development was defined by [39] as ‘an approach to building software (or anything) in which the overall lifecycle is composed of several iterations in sequence’. Customer feedback according to [40], is ‘a general term describing direct contact with users and covering many approaches’ and it lies on the ‘continuum from informative, through consultative to participative’. Well-structured teams are defined by [41] as ‘work
groups made up by individuals who see themselves as a social entity, who are interdependent because of the tasks they perform, who are embedded in one or more larger social systems, and who perform tasks that affect others’. Flexibility is defined by [42] as ‘the ease with which a system or component can be modified for use in applications or environments other than those for which it was specifically designed’. Rico [36] also presents, for each identified agility characteristic or factor, sub-factors selected from the technical literature concerned with agile methods.

Qumer and Henderson-Sellers [37] describe five key attributes of agility: flexibility, speed, leanness, learning, and responsiveness. They call these attributes of agility, as features, and describe them as follows. Flexibility - related to the capability of the process to accommodate expected or unexpected changes. It encourages the acceptance and accommodation of changes (generated from an internal environment or by a customer) in a software product, process, plan, development team(s) and development environment. Speed - related to the capability of the process to produce results quickly. Leanness - related to the capability of the process to follow the shortest time span, use economical, simple and quality instruments for production. Learning - related to the capability of the capability of the process to apply updated prior knowledge and experience to create a learning environment. Responsiveness - related to the capability of the process to exhibit sensitiveness. It refers to the fact that not only does it make it easy to accept the changes but the changes must be reflected and visible.

Analyzing the meaning of the characteristics described by the above authors of all 14 papers [28], [29], [30], [24], [11], [32], [33], [34], [25], [26], [15], [35], [36], [37], the domain values and the results of applying them to evaluate XP [24], as well as the sub-factors selected from the literature on agile methods pointed out by Rico [36], some matching can be detected among them. This leads to a consolidation of the meanings of all instances of the agility characteristics approached by the authors of all 14 papers.

According to [43], there are three context levels in which agility can be useful in a company: on the level of software development projects; in the portfolio of the level of software projects; and on the entire enterprise level where the company is challenged by its competitors. Simply using an agile approach on one level without considering the next higher one will not lead to the optimum return. This can be interpreted as how an agile approach should be aligned in these three context levels in order to achieve the best results for a software development organization.

Code reviews, mentioned by [32] as an agility characteristic, were analyzed and more appropriately considered as a practice, not a characteristic of agility, and for this reason, it was not included in the results of this study.

The being collaborative and being cooperative characteristics are sometimes confused in the technical literature, depending on their interpretation perspectives. However, in this quasi-systematic review, these two characteristics were not mixed, trying to preserve the original authors’ ideas, besides the fact that strong and reliable foundations to mix them in a secure way were not caught. The difference between these two agility characteristics is neither easily noticeable nor highlighted in the retrieved and selected papers. The cooperation idea seems to be more directly connected to the relationship among customers and development teams; it is associated with the role of constant feedback [28], [29], [33]. On the other hand, the idea of collaboration seems to be associated with the relationship among the development team members and relates to the continuous integration of new software increments with modified or new functionalities [24], [30], [32].

When considering characteristics of agility, it is interesting to observe that deliverables should be quickly produced. However, they should aggregate value, by providing pragmatic and effective results, according to customer perception.

Thus, eighteen characteristics were identified and described in Table 2, as below. The sources for the descriptions for each characteristic are indicated in the left column, below each characteristic name.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Being Incremental</td>
<td>Do not try to construct the system at once; the system will be partitioned in increments (small releases with new functionalities) developed in parallel and quick cycles; when the increment is completed and tested, it can be integrated into the system.</td>
</tr>
<tr>
<td>Being Cooperative</td>
<td>Allow open iteration and proximity between all stakeholders (especially between customers and developers); the customer should be an active element in the development process and should provide feedback in a regular and frequent fashion.</td>
</tr>
<tr>
<td>Adaptability</td>
<td>Ability and capability to quickly adapt the process to attain and react to last-minute requirements and/or environment changes as well as to attain and react to previously unforeseen risks or situations.</td>
</tr>
<tr>
<td>Being Iterative</td>
<td>Using several short cycles guided by the product features, in which a given set of activities is completed in a few weeks; these cycles are repeated many times to refine the deliveries.</td>
</tr>
<tr>
<td>Characteristic</td>
<td>Description</td>
</tr>
<tr>
<td>----------------</td>
<td>-------------</td>
</tr>
<tr>
<td><strong>Time-Boxing</strong> [11][24][32]</td>
<td>It is the establishment of a time frame for each of the programmed iterations. Big development efforts are divided in a predicted manner in multiple deliveries developed in incremental and concurrent ways.</td>
</tr>
<tr>
<td><strong>Leanness</strong> (Also referenced as Parsimony) [11][24][33][35][37]</td>
<td>It is the elimination of losses and the ability to do more work with less effort; it represents an agile process characteristic that requires the minimal necessary activities to mitigate risks and achieve goals; all activities that are not necessary should be removed from the development process.</td>
</tr>
<tr>
<td><strong>People-Orientation</strong> [24][33][34]</td>
<td>Privilege people over processes and technologies; developers that are empowered raise their productivity, quality, and performance; communication and cooperation are fundamental and necessary; stand up meetings and reflection workshops provide people with a chance to expose their concerns.</td>
</tr>
<tr>
<td><strong>Being Collaborative</strong> [24][30][32]</td>
<td>It is the attitude by the development team members, among whom the communication is encouraged in order to disseminate information and support quick increments integration.</td>
</tr>
<tr>
<td><strong>Transparency</strong> [24, 35]</td>
<td>The working practice is easy to learn and to modify, and it is documented accordingly.</td>
</tr>
<tr>
<td><strong>Self-organization</strong> [15]</td>
<td>The teams decide the better ways to work; they are autonomous and can organize themselves in order to complete the work items.</td>
</tr>
<tr>
<td><strong>Emergence</strong> [15]</td>
<td>The processes, principles, and work structures are recognized during project execution, and are not defined in advance; technologies and requirements are allowed to emerge during the product’s lifecycle.</td>
</tr>
<tr>
<td><strong>Reflection and Introspection</strong> [34][30]</td>
<td>There are meetings at the end of each subproject or iteration, in which team members can discuss what they are doing well and what needs to be changed.</td>
</tr>
<tr>
<td><strong>Feedback Incorporation</strong> [29][30][35][37]</td>
<td>Teams should be able to receive and look for continuous feedback, in more frequent and quick ways.</td>
</tr>
<tr>
<td><strong>Modularity</strong> [11][24]</td>
<td>This characteristic allows a process to be partitioned in components called activities, making it possible to add or remove these activities from a process when needed.</td>
</tr>
<tr>
<td><strong>Convergence</strong> [24]</td>
<td>Proactively attacking risks moves the system closer to the reality sought with each of the iterations. As this action goes on, the system is delivered in increments. Everything within one’s power is done to ensure success in the quickest way.</td>
</tr>
<tr>
<td><strong>Small Teams</strong> [32][36]</td>
<td>A small number of people per project is needed to promote a collaborative environment and requires less planning to coordinate the activities of team members.</td>
</tr>
<tr>
<td><strong>Constant Testing</strong> [32][35]</td>
<td>To prevent quality decay due to short release schedules, a high degree of emphasis is placed on testing the product throughout its lifecycle; integration testing must be automated with daily builds and regression tests to ensure that all the functionalities are properly working.</td>
</tr>
<tr>
<td><strong>Local Teams</strong> [34]</td>
<td>For some methodologies this means the teams are located in the same or adjacent rooms; this works for teams from 8 to 14 people. All methodologies are sensitive to team location and are strongly grounded on rich and quick communication channels, supporting the reduction of documentation to be constructed and maintained.</td>
</tr>
</tbody>
</table>

Table 3 presents the final quantitative of papers in which the characteristics of agility were caught, according to the criteria established in the planned protocol for the quasi-systematic review.

<table>
<thead>
<tr>
<th>Ord</th>
<th>Characteristics</th>
<th>Number of Papers</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Adaptability</td>
<td>8</td>
<td>66.7%</td>
</tr>
<tr>
<td>2</td>
<td>Being Iterative</td>
<td>7</td>
<td>58.3%</td>
</tr>
<tr>
<td>3</td>
<td>Being Incremental</td>
<td>5</td>
<td>41.7%</td>
</tr>
<tr>
<td>4</td>
<td>Feedback Incorporation</td>
<td>5</td>
<td>41.7%</td>
</tr>
<tr>
<td>5</td>
<td>Leanness</td>
<td>5</td>
<td>41.7%</td>
</tr>
<tr>
<td>6</td>
<td>Being Cooperative</td>
<td>4</td>
<td>33.3%</td>
</tr>
<tr>
<td>7</td>
<td>Reflection and Introspection</td>
<td>4</td>
<td>33.3%</td>
</tr>
<tr>
<td>8</td>
<td>Being Collaborative</td>
<td>3</td>
<td>25.0%</td>
</tr>
<tr>
<td>9</td>
<td>People-Orientation</td>
<td>3</td>
<td>25.0%</td>
</tr>
<tr>
<td>10</td>
<td>Time-Boxing</td>
<td>3</td>
<td>25.0%</td>
</tr>
<tr>
<td>11</td>
<td>Constant Testing</td>
<td>2</td>
<td>16.7%</td>
</tr>
<tr>
<td>12</td>
<td>Modularity</td>
<td>2</td>
<td>16.7%</td>
</tr>
<tr>
<td>13</td>
<td>Small Teams</td>
<td>2</td>
<td>16.7%</td>
</tr>
<tr>
<td>14</td>
<td>Transparency</td>
<td>2</td>
<td>16.7%</td>
</tr>
<tr>
<td>15</td>
<td>Self-organization</td>
<td>1</td>
<td>8.3%</td>
</tr>
<tr>
<td>16</td>
<td>Convergence</td>
<td>1</td>
<td>8.3%</td>
</tr>
</tbody>
</table>
Figure 4 below shows a graphical view of the information inserted in Table 3.

![Graphical view of the information inserted in Table 3](image)

Observing the distribution of the eighteen characteristics found, it can be seen that the most frequent characteristics of agility treated in the papers were adaptability (66.7%) and being iterative (58.3%) followed by being incremental, feedback incorporation, and leaness with 41.7% of incidence each. The characteristics of agility with medium frequency were being cooperative, reflection and introspection, being collaborative, people-orientation, and time-boxing. The less frequent characteristics of agility treated in the papers were constant testing, modularity, small teams, transparency, self-organization, convergence, emergence, and local teams.

Table 4 shows quantitative paper distribution approaching characteristics of agility, according to the criteria adopted in the protocol, per year of publication range. While Table 3 shows the number of articles in which the characteristics of agility were addressed, in Table 4 the focus is to highlight the time range in which the characteristics of agility were the object of interest of authors, separating those which have been addressed only occasionally, from those which were in evidence in a broader range of time.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Range</th>
<th>No. of Papers</th>
<th>Papers Per Year</th>
</tr>
</thead>
<tbody>
<tr>
<td>Adaptability</td>
<td>1998-2009</td>
<td>12</td>
<td>0.67</td>
</tr>
<tr>
<td>Leanness</td>
<td>1998-2009</td>
<td>12</td>
<td>0.42</td>
</tr>
<tr>
<td>Being Iterative</td>
<td>2001-2009</td>
<td>9</td>
<td>0.78</td>
</tr>
<tr>
<td>Reflection and Introspection</td>
<td>2002-2009</td>
<td>8</td>
<td>0.50</td>
</tr>
<tr>
<td>Time-Boxing</td>
<td>1998-2005</td>
<td>8</td>
<td>0.38</td>
</tr>
<tr>
<td>Being Incremental</td>
<td>1998-2004</td>
<td>7</td>
<td>0.71</td>
</tr>
<tr>
<td>Being Cooperative</td>
<td>2003-2009</td>
<td>7</td>
<td>0.57</td>
</tr>
<tr>
<td>Transparency</td>
<td>2003-2009</td>
<td>7</td>
<td>0.29</td>
</tr>
<tr>
<td>People-Orientiation</td>
<td>2001-2006</td>
<td>6</td>
<td>0.50</td>
</tr>
<tr>
<td>Being Collaborative</td>
<td>2001-2006</td>
<td>6</td>
<td>0.50</td>
</tr>
</tbody>
</table>
This data distribution can be seen below in Figure 5. It shows characteristics of agility which have been under the focus of the authors only sporadically and which were addressed in a broader range of time.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Range</th>
<th>No. of Papers</th>
<th>Papers Per Year</th>
</tr>
</thead>
<tbody>
<tr>
<td>Constant Testing</td>
<td>2005-2009</td>
<td>2</td>
<td>0.40</td>
</tr>
<tr>
<td>Feedback Incorporation</td>
<td>2006-2009</td>
<td>5</td>
<td>1.25</td>
</tr>
<tr>
<td>Modularity</td>
<td>1998-2001</td>
<td>2</td>
<td>0.50</td>
</tr>
<tr>
<td>Small Teams</td>
<td>2005-2008</td>
<td>2</td>
<td>0.50</td>
</tr>
<tr>
<td>Emergence</td>
<td>2004-2004</td>
<td>1</td>
<td>1.00</td>
</tr>
<tr>
<td>Self-organization</td>
<td>2004-2004</td>
<td>1</td>
<td>1.00</td>
</tr>
<tr>
<td>Local Teams</td>
<td>2002-2002</td>
<td>1</td>
<td>1.00</td>
</tr>
<tr>
<td>Convergence</td>
<td>2001-2001</td>
<td>1</td>
<td>1.00</td>
</tr>
</tbody>
</table>

When looking at Table 4, the characteristics of agility with the highest time range and highest density of publication in the period of time are: adaptability, being iterative, reflection and introspection, being incremental, being cooperative, people orientation, and being collaborative (all of these with half or more the time range and papers per year). Some characteristics of agility have a publication density at least 0.5 papers published per year: adaptability, being iterative, reflection and introspection, being incremental, being cooperative, people-orientation, being collaborative, feedback incorporation, modularity, and small teams. Emergence, self-organization, local teams and convergence were approached in only one paper each.

The goal of the study was not to map the characteristics of agility found for the values or principles of the agile manifesto [19], but rather, to identify which are the desirable characteristics to support agility in software processes.

Based on findings described in previous Sections, we can qualify some characteristics as core ones, to achieve agility in software processes. According to the context presented, and considering the consolidated descriptions for each characteristic of agility in Table 2, the characteristic that follows the Agile Manifesto most closely seems to be adaptability. After that, and considering more pragmatic aspects in software processes, the characteristics of being incremental and being iterative should be considered together. To these three characteristics, three others should be added, which are directly associated with the agile methods’ core idea of focusing on people who conduct the activities in the processes. These three other characteristics are: being collaborative, being cooperative, and people-orientation.
Feedback incorporation and reflection and introspection, according to their descriptions in Table 2, are important characteristics as they can support lessons learned by teams and continuous improvement of the software development process. Both have more than 33% of incidence in the papers included in the study. Besides these, two necessary characteristics for the success of agility in software processes and essential to any process should be considered: leanness and time-boxing.

Other agility characteristics mentioned in this quasi-systematic review are also important for the success of agile software processes. However, they can be considered as subsidiary or derived from those previously referred as core ones.

3 Agile Practices – A Systematic Review

It has been demonstrated that values, principles and agile practices bring benefits to many organizations [44]. Values bring purpose to practices. Practices are evidence of values, which are universal and expressed on a higher level. Practices are clearer and more specific. Bridging the gap between values and practices are principles, which are domain-specific guidelines. Just as values bring purpose to practices, practices bring accountability to values [45]. Practices are activities that implement the principles governing the processes or methods. These in turn are ideas, understandings or goals that are behind the practices [46].

In the last 16 years, an interesting changing in the software development processes was the introduction of the ‘agile’ perspective. However, software development teams need support the choice of the right combination of agile practices based on their needs [47]. The aim of this study is to investigate software practices recommended in the context of agile approaches for software development. A research protocol has been formalized to conduct a systematic literature review. The searches were conducted in February 2010. The data was analyzed and the initial results summarized.

3.1 Planning

The objective of this secondary study is to identify the software practices usually used in the context of agile approaches for software development. The question made was: what are the software practices that can be considered agile in the context of software development approaches? The problem was finding and identifying agile practices for software development. The intended application of the results was to serve as a basis to support research involving software practices that can be used as alternatives to embed agility into software processes. The research issue, also in this review, was structured by four elements (population, intervention, comparison, and outcome), according to [22]. The population was the set of software development projects. The intervention was the agile software development processes. There was no comparison. The outcome was a set of agile practices. Three papers were used as controls: [25], [48], [29]. The sources were collected from the following digital databases, including conferences, journals, and technical reports indexed by Compendex EI, IeeeXplore, Inspec, Web of Science, Scopus, Science Direct, and the ACM digital library.

The keywords for population were "software projects", "software systems", "software development", "software engineering". The keywords for intervention were "agile approaches", "agile processes", "agile methods", "agile methodologies", "agile development", "agile software development", "agile projects". The keywords for outcome were "practices", "software practices", "agile practices", "sub practices", "agile techniques", "techniques".

The inclusion and exclusion criteria were: documents should be available on the Web; documents should include agile software practices in the context of agile approaches for software development; documents should provide a description of the agile practices they see. In order to select studies, a researcher applied the search strategy to identify potential documents. Documents identified by this researcher were analysed through the inclusion and exclusion criteria. Subsequently, each document excluded was analysed by a second researcher. In case of conflict, the document was included. Finally, documents were read by researchers to extract information about software practices in the context of agile software development approaches. The sources of the documents were assumed to be reliable, as their texts have undergone external reviews which serve as a filter so they present enough quality to contribute to this secondary study.

The following information was extracted from each paper, after running the selection process: document title, author(s), source, year of publication, and name and description of the agile software practices. The results were tabulated. An analysis was done to identify similarities among significant practices for software processes in the
context of agile software development. The frequency with which each practice has been reported by different authors was considered. If authors had more than one paper, repeated counts were avoided. The search string taken as the basis for all search engines, structured according to Pai et al. [22] was:

("software projects" or "software systems" or "software development" or "software engineering") AND ("agile approaches" or "agile processes" or "agile methods" or "agile methodologies" or "agile development" or "agile software development" or "agile projects") AND ("practices" or "software practices" or "agile practices" or "subpractices" or "agile techniques" or "techniques").

3.2 Execution

Search execution with the engines above returned 6,696 references, published between 1998 and 2010. Repetitions were eliminated, keeping the remaining paper counted for the digital library with the largest number of items recovered. All the controls were retrieved. From 5,093 references without repetitions, titles and summaries were assessed for each retrieved reference, and references that clearly did not address issues concerned with the research were excluded. After the removal of such items, 441 references were selected for the study.

3.3 Results and Discussion

Following the criteria established in the research protocol, 236 occurrences of practices were extracted from 24 papers published between 2001 and 2009 [25], [48], [49], [50], [51], [52], [53], [54], [55], [56], [57], [58], [59], [60], [61], [62], [63], [64], [65], [66], [67], [68], [69], [70] which were tabulated accordingly. In order to avoid bias, technical papers concerned with performance studies or specific issues of a particular practice were not considered. Some practices identified are associated to one or more commercial agile methods while others are not associated with any method. Some papers approached agile practices, but did not present an adequate description of its meaning. In order to identify repetitions, names and descriptions of the 236 occurrences of agile practices collected were analyzed and grouped, leading to 51 different agile practices. Figure 6 shows the distribution of the 24 documents, per year of publication.

![Figure 6: Documents Describing Agile Practices per Year of Publication](image)

It is possible to see a significant increase of technical papers published in 2009 that meet the research protocol criteria, as well as the growing interest by the scientific community on agile approaches, considering the results of another secondary study on the characteristics of agility, previously made by the authors of this study, as described in Section 2.

From 51 different agile practices identified, 17 were approached in the technical papers more than once and they were selected to be further analyzed. Figure 7 shows the incidence of the agile practices in the papers.
The descriptions for each practice from different papers were consolidated as follows:

Test driven development- Every programmer writes test cases before they write their production code. Developers write unit tests before coding and encourage customers to write acceptance test cases. Upon the initial execution of such a test case, it will fail as there is no corresponding code that implements the particular feature or condition being tested. Then the developer builds just enough code for the test to pass or to satisfy the current goal, followed by refactoring, to improve readability and remove duplications.

Continuous integration- The members of a team should frequently integrate their work, every time new changes or a task is completed, to reveal integration problems and to detect system failures as soon as possible. Usually each person integrates at least daily. All tests must still pass after integration or the new code should be discarded.

Whole team- Refers to the practice of including all necessary skills and perspectives in the team for it to succeed, emphasizing teamwork and that all team members share a purpose and support each other. Customers, end-users and other business stakeholders should have direct involvement in the project, to understand system behaviour early in the lifecycle.

Pair programming- All the source code produced should be written by two people working at the same time on the same machine. The programmers alternate the roles of driver and navigator throughout the day. The driver has the control of the keyboard and mouse; s/he implements the code, explaining it to the navigator. The driver’s major responsibilities are development tests and algorithm construction, whereas the obligations of the navigator are to watch for both syntax and semantic defects, deciding if this is the best way to implement the functionality.

Planning game- Together, developers and customers play the ‘Planning Game’ where the customer chooses those User Stories that comprise the most important content for a short, incremental deliverable. Each short implementation increment is accepted and tried by the customer. Then, the remaining User Stories are re-examined for possible requirement and/or priority changes and the Planning Game is re-played for the next implementation increment. Planning is continuous and progressive.

On site customer- This practice indicates that the customer should be a member of the development team. To clarify and validate the requirements and set priorities, an on-site customer representative works with the team. Thus a customer works close together with the developers all the time, to answer the questions, resolve disputes, set small scale priorities, perform acceptance tests, and ensure that the development is progressing as expected.
Collective code ownership- The code repository should be freely accessible to all programmers, who are encouraged to make changes in all the code, anywhere and whenever they feel necessary, without asking ‘permission’ from anyone. Any programmers’ pair who sees an opportunity to add value to any portion of the code can do so at any time. As the code is accessible to more minds, programmers should examine code that is written by others.

Short releases- Release working software frequently. This practice shortens the release cycle to speed the feedback from the customer. Given that requirements often change, one keeps release cycles short and ensures that each release produces an useful software system that generates business value for the customer. An initial version of the system is put into production quickly, after little iteration. At the end of each release, the customer reviews the interim product; identifying defects and adjusting future requirements.

Metaphor- This practice presents a simple shared story which explains the essence of how the system works to give both developers and customers a common understanding of the project. In a sense, the metaphor serves as the high-level software architecture. While thinking about an appropriate metaphor, developers must expand their perspective and analysis of the developed application.

Refactoring- This is a practice for restructuring an existing body of code, or constantly improving its understandability and maintainability, as well as its design, altering its internal structure without changing its external behaviour or system functionality. The different forms of refactoring involve simplifying complex statements, abstracting common solutions into reusable code, and removing duplicate code. When code is re-factored, it should still pass all the unit test cases in the code base.

Sustainable pace- This practice emphasizes working ‘only as many hours as you can to be productive and only as many as you can sustain’. Work no more than 40 hours a week as a rule, no more than eight hours every day, without working overtime a second week in a row. During crunch periods when overtime is worked, the artefacts produced are of poor quality. Requirements should be selected for each iteration, such that developers do not need to put in overtime.

Simple design- The emphasis of this practice is on designing the simplest possible solution that is implementable at that moment. Unnecessary complexity and extra code will be immediately removed. One should not add additional features to one’s artefacts unless they are justifiable. Programmers should not try to predict future needs. The most cost-effective development approach should focus on solving today’s problems rather than designing for future changes.

Coding standards- As developers code different system parts with various team members, coding standards are a must. A coding standard makes the code easier to understand, increases readability and improves consistency among team members. The standard should be easy to follow and to be voluntarily adopted. It is agreed upon by the team to ensure that communication is made through code and lets developers easily understand each other’s code.

Whole team- Refers to the practice of including all the necessary skills and perspectives in the team for it to succeed, emphasizing teamwork and the sense of all team members sharing the purpose and supporting each other. Customers, end-users and other business stakeholders should have a direct involvement in the project, to understand system behaviour early in its lifecycle.

Project visibility- Agile projects strive to provide immediate status and feedback to the teams. One can create project dashboards on the Web that host, at any point in time, all status and measurements regarding the progress of the project. A preview of the project in relation to the user stories that the teams have committed to deliver at the end of the iterations should be included. Models should be made accessible for the entire teams.

Stand-up meetings- Quick meetings (approximately 15 minutes) set to keep track of project progress, highlight issues and organize the daily activities. Each team member briefly states what he or she has been working on and what progress has been made. The standing component of the meeting tended to ensure that everyone be alert and attentive, besides intending not to go beyond the 15 minutes, and encouraging participants to conclude it quickly.
Open workspace- Developers work in a common workspace; a large room with small cubicles is preferred. Pair programmers should be placed in the centre of the space. Workplace layouts should have common areas that facilitate open communication. An alternative set with individual workstations at the fringe and common development machines in the centre could be appropriate.

Product backlog- This practice includes the tasks for creating the Product Backlog list, and controlling it consistently during the process by adding, removing, specifying, updating, and prioritizing items. Product Backlog defines everything that is needed in the final product based on current knowledge. It comprises a prioritized and constantly updated list of business and technical requirements for the system being built or enhanced.

From these, 12 practices have been addressed by technical papers published in at least 6 different years in the time interval of the selected publications: test driven development, continuous integration, pair programming, planning game, on-site customer, collective code ownership, small releases, metaphor, refactoring, sustainable pace, simple design, and coding standards. Five other practices, making 17 that were approached in the papers more than once were: whole team, project visibility, stand-up meetings, open workspace, and product backlog.

Among the 51 distinct practices identified in this secondary study, several of them were targets of interest to researchers only occasionally, the vast majority before 2004. The proposal now is to continue this research work, considering the aforementioned 17 agile practices. These results were already published in 2011 [71]. It is interesting to keep in mind that the performance of all practices, in terms of agility, depends on the environment in which they are applied, the project context, the way chosen to implement them in the process and the intensity with which they are applied and upheld by the team.

4 Surveying Characteristics of Agility and Agile Practices

This Section presents the results of a primary study aimed at evaluating the characteristics of agility and agile practices identified through the systematic reviews presented in Sections 2 and 3. First, the study planning is described. Then, details about its execution are presented, followed by a discussion of the results of the study.

4.1 Survey Planning

The object of study includes two initial sets: the first one includes characteristics of agility identified through systematic literature review, to support the insertion of agility into software processes; the second one includes agile practices, also identified through systematic literature review. Both systematic reviews were held in 2010.

Using the GQM approach [72], the aim of this study was to analyze the characteristics of the agility set, with the purpose of characterizing them as regards their pertinence and relevance to characterize a software process as agile, as well as their corresponding relevance level as related to that characterization, from the point of view of researchers in agile software processes, in the context of software projects which adopt agile development approaches. And also to analyze the set of agile practices with the purpose of characterizing, as regards their pertinence and relevance in achieving agility in software processes, from the point of view of researchers in agile software processes, in the context of software projects which adopt agile development approaches.

The research questions and related metrics considered were:

- Q1: Are the characteristics of agility extracted from technical literature pertinent to characterize a software process as agile?
- M1: number of characteristics of agility classified as pertinent to characterize an agile software process, according to the opinion of the study participants.

- Q2: Are there any additional characteristics of agility which are pertinent to characterize an agile software process which are not present in the original set?
- M2: the number of additional characteristics of agility to be included in the initial set, according to the opinion of the study participants.
Q3: Is there any characteristic of agility in this initial set that is not pertinent to characterize an agile software process?
M3: number of characteristics of agility to be removed from the initial set, according to the opinion of the study participants.

Q4: What is the order of relevance of the characteristics of agility in the final set when considering an agile approach for a software process to be applied in software projects?
M4: the order in a set of characteristics of agility sorted by relevance level.

Q5: Are the agile software practices, as extracted from technical literature, pertinent for agile approaches to software processes?
M5: number of agile practices classified as pertinent as regards agile approaches for software processes, according to the opinion of the study participants.

Q6: Are there any additional agile practices which are pertinent to be adopted by an agile software process which are not present in the original set?
M6: number of additional agile practices to be included in the initial set, according to the opinion of the study participants.

Q7: Are there any agile practices in this initial set which are not pertinent in the context of agile approaches for software process?
M7: number of agile practices to be removed from the initial set, according to the opinion of the study participants.

Q8: What is the order of relevance of the agile practices in the final set when considering their adoption in agile software processes?
M8: order of each practice in a set of agile practices sorted by relevance level.

The following hypotheses were considered in this study:

Null Hypothesis 1 (H0 1):
- The initial set of characteristics of agility is complete, all the characteristics of agility present in the initial set are pertinent to the characterization of agile software processes, and there are no characteristics to be included or removed.
- Cr – characteristics classified as not pertinent and need to be removed from the initial set;
- Ci – characteristics not present in the original set and classified as pertinent, which must be included in the initial set of characteristics of agility;

\[(H0 \ 1: |Cr| = |Ci| = 0).\]

Alternative Hypothesis (H1):
- There are characteristics in the initial set of characteristics of agility which were classified as not pertinent to the characterization of agile software processes. So, they should be removed from the initial set of characteristics of agility.

\[(H1: |Cr| \neq 0).\]

Alternative Hypothesis (H2):
There are characteristics that are not present in the initial set of characteristics of agility that were classified as pertinent for the characterization of agile software processes. So, they should be included in the initial set of characteristics of agility

\[ H2: |C_i| \neq 0. \]

Null Hypothesis 2 (H0 2):
- All the characteristics of agility have the same relevance level to support agility insertion in software processes.
- CRLi – relevance level related to the agility characterization in software processes, for the characteristic “i”, where i is a number between 1 and n, and n is the total number of characteristics of agility considered pertinent.

\[ H0 2: CRL1 = CRL2 = \ldots = CRLn. \]

Alternative Hypothesis (H3):
- There is at least one characteristic of agility with a relevance level different from the other characteristics of agility related to the characterization of agile software processes.

\[ H3: \exists i,j \mid CRL_i \neq CRL_j, \text{ where “}i\text{” and “}j\text{” numbers between 1 and n, “}i \neq j\text{”}. \]

Null Hypothesis 3 (H0 3):
- The initial set of agile practices is complete, all practices present in the original set are pertinent, as regards agile approaches to software processes and there are no practices to be included or excluded.
- Pc – initial set of agile practices;
- Pr – practices classified as not pertinent which need to be removed from the initial set;
- Pi – practices not present in the original set, classified as pertinent and that need to be included in the initial set of agile practices.

\[ H0 3: |Pr| = |Pi| = 0. \]

Alternative Hypothesis (H4):
- There are practices in the initial set of agile practices which were classified as not pertinent as regards agile approaches for software processes. So, they should be removed from the initial set of agile practices.

\[ H4: |Pr| \neq 0. \]

Alternative Hypothesis (H5):
- There are practices in the initial set of agile practices which were classified as pertinent as regards agile approaches for software processes. So, they should be included in the initial set of agile practices.

\[ H5: |Pi| \neq 0. \]

Null Hypothesis 4 (H0 4):
- All the agile practices have the same relevance level in the context of agile approaches for software processes.
- PRLi – The relevance level related to agile approaches for software processes, for practice “i”, where i is a number between 1 and m, m is the total number of agile practices considered pertinent.

\[ H0 4: PRL1 = PRL2 = \ldots = PRLm. \]

Alternative Hypothesis (H6):
- There is at least one practice with a relevance level different from the other agile practices related to agile approaches context for software processes.
The questions answered by the survey participants included:

Step 1: Are the characteristics presented pertinent or not pertinent to characterize a software process as being agile? Are there new characteristics of agility to be included (with its meaning)?

Step 2: After the definition of the final set of pertinent characteristics of agility, the goal is to set the level of relevance for each characteristic, in the context of agile software processes, according to the perceptions of the participants. Four relevance levels were established:

(0) Not relevant (no relevance) Lowest level of relevance and it means the characteristic would not have any influence on the characterization of a software process as being agile. The agility of a software process would not be affected if this characteristic were absent in the software process, independently of particular scenarios or development environments.

(1) Little relevant (insignificant) Indicates that the characteristic would not affect significantly or that it has a small influence on the characterization of a software process as being agile. The absence of the characteristic would not seriously compromise the agility of a software process in all or in most of the scenarios or development environments.

(2) Highly relevant (high relevance) Indicates that the characteristic has strong influence on the characterization of a software process as being agile. The absence of the characteristic would compromise the agility of a software process in all or in most scenarios or development environments.

(3) Absolutely relevant indicates that the characteristic is vital or imperative to characterize a software process as being agile. The absence of the characteristic would prevent the characterization of a software process as an agile one.

Step 3: Are the agile practices presented pertinent or not pertinent in the context of agile approaches for software processes? Are there new agile practices to be included (with its meaning)?

Step 4: After the definition of the final set of pertinent agile practices, the goal is to set the level of relevance for each practice, in the context of agile software processes, according to the perceptions of the participants. Four relevance levels were established:

(0) Not relevant (without relevance) Lowest level of relevance, it means the practice would not have any influence on the adoption of an agile approach. The agile approach of a software process would not be affected if the referenced practice is absent in the software process, independently from particular scenarios or development environments.

(1) Little relevant (insignificant) Indicates that the practice would not significantly affect it, or that it has little influence on the adoption of an agile approach for a software process. The absence of the practice would not seriously compromise the agile approach for the software process in all or in most of the scenarios or development environments.

(2) Highly relevant (very relevant) Indicates the practice has strong or considerable influence on the adoption of an agile approach. The absence of the practice would compromise the agile approach for a software process in all or in most of the scenarios or development environments.
Absolutely relevant: Indicates the practice is vital or imperative for the adoption of an agile approach. The absence of the practice would prevent the agile approach for a software process.

The questionnaire was available in the Internet, divided into five parts: subject characterization, identification of the pertinence for characteristics of agility, definition of the relevance level for characteristics of agility, identification of the pertinence for agile practices, and definition of the relevance level for agile practices.

To make different considerations on the answers from subjects, a weight will be attributed for each subject according to four perspectives: academic background of the subject, number of papers on agile processes published by the subject, experience level in the use of agile approaches in software projects, and total number of software projects using agile processes one has participated in. The formula used to define subject weight has been adapted from [73]:

\[ S(i) = f(i) + p(i) + e(i) + \frac{t(i)}{MedianTP} \]

S(i) is the weight attributed to subject i; f(i) is the academic background. The options for this field are:
- 0, if the subject holds an Undergraduate degree;
- 1, if the subject holds a Specialization degree;
- 2, if the subject holds a Master degree;
- 3, if the subject holds a PhD or DSc degree;

p(i) is the indicator for the number of papers on Agile Processes or Agile Methods published by the subject. The options for this field are:
- 0, if the number of papers is between 1 or 2 papers;
- 1, if the number of papers is between 3 or 4 papers;
- 2, if the number of papers is between 5 or 6 papers;
- 3, if the number of papers is greater than 6 papers;

e(i) is the subject’s experience level in the use of Agile Approaches in software projects. The options for this field are:
- 0, if the experience level is low;
- 1, if the experience level is medium;
- 2, if the experience level is high;
- 3, if the experience level is very high;

t(i) is the estimated number of software projects using Agile Approaches one has participated in. MedianTP is the median for the total number of software projects using Agile Approaches, considering the answers of all subjects.

The values for indicator p(i) were defined after analyzing a sample of authors extracted from the papers that contributed with at least one characteristic of agility in the first execution of the protocol of the systematic review conducted by [74]. We considered a population of papers registered in the reference manager JabRef (http://jabref.sourceforge.net/), totalling 897 references (ACM Digital Library references not included). From these, we retrieved all the references on agile approaches published by each one in the sample of authors considered. This data led to following measurements: median = 2; mean = 2.18; mode = 1; standard deviation = 1.62; maximum value = 7.

Once the set of subjects that assess the characteristics of agility and agile practices is the same, the calculations to define what the characteristics of agility/agile practices are, and that are pertinent, are also the same, depending upon the different participant responses to the sets of characteristics and practices.

To determine which characteristics of agility/agile practices are pertinent in the context of agile software approaches, it is necessary to compute the responses of each participant and consider their respective weight for both characteristics and practices. The answers, with their respective weights were computed using the formulas given below, adapted from [73]:

\[ Pertinence(j) = \sum_{i} (Answer(i,j) * S(i)) \]
Pertinence(j) is the total value of the answers from all subjects (multiplied by their weights) on the pertinence of the characteristic/practice j in the agile software process context.
Answer(i,j) is the indicator of pertinence (1) or no pertinence (0) defined by subject i for the characteristic/practice j
S(i) is the weight attributed to subject i;
m is the total of subjects who participated in the survey

The definition of whether a characteristic of agility/agile practice is pertinent or not pertinent to characterize an agile software process should be based on a cut-off point, that is, a threshold indicating whether the characteristic/practice is included in the final set (value greater than, or equal to, the threshold). The threshold adopted is 50% of the maximum value that could be obtained for a characteristic/practice j in the variable Pertinence(j) if all subjects answer “YES” regarding its pertinence in the agile software process context.

\[ \text{Threshold} = 0.5 \times \sum_{i=1}^{m} S(i) \]

S(i) is the weight attributed to subject i;
m is the total number of subjects who participated of the survey

Thus, the criteria are:
- if Pertinence(j) < Treshold, characteristic/practice j is classified as “not pertinent” and should be removed from the set.
- if Pertinence(j) ≥ Treshold, characteristic/practice j is classified as “pertinent” and should be kept in the set.

In the set obtained from the initial set of characteristics/practices, according to the threshold established, the characteristics/practices indicated by the subjects to complete the initial set (characteristics/practices included by the subjects will be considered as pertinent) should be added.

To define the relevance level of a characteristic of agility/agile practice previously classified as “pertinent”, it is necessary to first sum the answer from each subject (multiplied by its respective weight).

\[ RLevel(j) = \sum_{i=1}^{m} (Scale(i, j) \times S(i)) \]

RLevel(j) is the total value of the answers from all subjects (multiplied by their weights) for the Characteristic/Practice j
m is the total number of subjects who participated in the survey
Scale(i,j) is the scale of relevance level (0-3) as defined by subject i for Characteristic/Practice j
S(i) is the weight attributed to subject i;

After this step, the characteristics/practices will be ordered by their RLevel(j). The most relevant characteristics/practices will be those with the higher value for RLevel(j).

Each subject should fill the information regarding his/her characterization; after that, he/she should indicate the pertinence of a set of characteristics of agility (presented in alphabetical order) to characterize a software process as an agile one; in the sequence, he/she should define the relevance level of these characteristics; then he/she should indicate the pertinence of a set of software practices (presented in alphabetical order) regarding the adoption of an agile approach for software processes; and finally, he/she should define the relevance level of these practices.

The population of this survey is comprised by selected authors of scientific papers published in three years (2008-2010) regarding agile approaches identified by, and referenced in, systematic reviews on characteristics of agility and agile practices in software processes published by [71]. To avoid bias, authors of papers describing characteristics of agility and/or agile software practices identified and considered in the systematic reviews were not invited to participate. The subjects were contacted by email and could access a website with the questionnaire using a login and password sent in the body of the contact email.
The independent variables in the study are the initial set of characteristics of agility and the initial set of agile practices. Dependent variables are the final set of characteristics of agility, the relevance level for each characteristic of agility included in the final set concerned to their relevance to characterize a software process as an agile one, the final set of agile practices, and the relevance level for each agile practice included in the final set concerned to their relevance to the adoption of an agile approach for a software process.

Concerned with validity conclusion, and attempting to avoid bias, the authors of papers describing characteristics of agility and/or agile practices identified in the systematic reviews were not invited to participate. It is assumed that the remaining authors constitute a population which is representative in the context of researchers on agile approaches, and they answered the questionnaire using their background and experience in this field.

After running the survey, the confidence level \(1 - E_0\) of the data obtained was evaluated using the following formula, adapted from [75]:

\[
E_0 = \sqrt{\left(\frac{N - n}{N \cdot n}\right)}
\]

- \(E_0\) = Confidence Level (e.g.: 0.05 → 95%)
- \(N\) = Population Size
- \(n\) = Sample Size

The verification of the Null Hypothesis 1/Null Hypothesis 3 was done by simple verification of the number of characteristics of agility/agile practices in the set of characteristics/practices to be included and in the set of characteristics/practices to be removed from the initial set. The final set of characteristics/practices was defined as follows: the initial set of characteristics/practices will be changed by adding the characteristics/practices present in the set of characteristics/practices to be included and removing the characteristics/practices present in the set of characteristics/practices to be removed. The result of these two operations will produce the final set of characteristics of agility/agile practices.

The criteria used to define the items in each set (characteristics/practices to be included and characteristics to be removed) were:

1. For the set of characteristics/practices to be removed, the pertinence for the characteristic/practice should be lower than the established threshold previously described;
2. For inclusion in the set of characteristics/practices to be included, a characteristic/practice should be indicated for inclusion at least by two subjects.

The verification of the Null Hypothesis 2/Null Hypothesis 4 was done by the simple observation of whether all the characteristics of agility/agile practices have the same relevance level in the context of agile approaches for software processes. If they have the same relevance level, in this sense there is no difference among them, and a characteristic/practice more relevant than another cannot be indicated. The relevance level (Rlevel) of a characteristic of agility/agile practice is calculated using the formula already described in this Section.

### 4.2 Survey Execution

The instrument was available from January 6, 2011 to March 6, 2011, at http://lens-ese.cos.ufrj.br/surveyagile/. By email, 117 subjects were invited. By the end of January 2011 there were 31 accesses, amongst which 21 subjects recorded their responses. Among the respondents there were subjects from Austria, the US, Canada, Jordan, Denmark, Finland, and Italy, amongst others. Unfortunately there are no mechanisms to check whether all messages sent by email reached their recipients. Some may no longer be in use.

In Figure 8 and Figure 9 we show an idea for the login screen, with subject characterization and agreement screen.
These screens were followed by more 4 screens: pertinence for characteristics of agility, relevance level for characteristics of agility, pertinence for agile practices, and relevance level for agile practices. Figure 10 and Figure 11 give an idea of the screens: relevance level for characteristics of agility and pertinence for agile practices. The relevance level screen for agile practices is similar to the relevance level screen for characteristics of agility. The pertinence screen for characteristics of agility is similar to the pertinence screen for agile practices.
The last effective screen was the Thank You screen, where the subject could freely place comments. This screen is shown in Figure 12. The Thank You screen was followed be a final screen advising the subject the survey was completed and that the instruments were being closed.
4.3 Survey Results and Discussion

Each subject had one’s characterization attributes tabulated and an individual weight computed. Answers were weighted individually, according to subject experience levels and/or skills.

To invite the subjects, 117 emails were sent with presumably valid addresses. There were responses from 21 subjects, which led to a confidence level of around 80.23% for the collected data.

Once the subjects’ weight was computed, the analysis of the results from the evaluation of the pertinence of the characteristics of agility could proceed, applying the criteria and procedures described in the survey plan. After calculations for each characteristic of agility, a graph was obtained showing the individual levels of pertinence achieved. Figure 13 presents a graphical representation of pertinence levels.

As the lower limit for a characteristic of agility to be considered relevant was 50%, we then have the characteristics Convergence and Local Teams (pertinence levels 45.0% and 30.9% respectively) were not considered pertinent and will not be part of the initial knowledge repository to be adopted for further studies in a broader research
context. It was observed that the participants did not suggest any new characteristics of agility with their respective descriptions, differently from the initial set. The H0 1 presented in the survey plan was not observed. However there is a risk in these findings, as the confidence level for the sample was of 80.23%.

Applying the same criteria and procedures, the calculations for agile practices were carried out. Figure 14 shows the pertinence levels obtained for each agile practice.

![Figure 14: Pertinence for Agile Practices](image_url)

Two agile practices did not reach a minimum of 50% for pertinence level: open workspace and pair programming. For this reason, these practices were removed from the initial knowledge repository knowledge repository to be adopted for further studies in a broader research context.

There was no indication of new agile practices by the subjects. However, H0 2 was not observed, as two agile practices were removed from the initial set. However, the same reservations already made in relation to risk in not observing the H0 1, are valid now for the non-observation of H0 2 too (confidence level for the sample is around 80.23%).

Once the pertinence for each characteristic and for each practice is identified, their relevance level may be computed, according to the procedure described in the survey plan. The results are shown in Table 5.

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Relevance Level</th>
<th>Practice</th>
<th>Relevance Level</th>
</tr>
</thead>
<tbody>
<tr>
<td>People-orientation</td>
<td>89.1%</td>
<td>Continuous integration</td>
<td>92.1%</td>
</tr>
<tr>
<td>Adaptability</td>
<td>88.7%</td>
<td>Product backlog</td>
<td>82.7%</td>
</tr>
<tr>
<td>Being iterative</td>
<td>84.8%</td>
<td>Short releases</td>
<td>82.4%</td>
</tr>
<tr>
<td>Being collaborative</td>
<td>84.7%</td>
<td>Refactoring</td>
<td>80.2%</td>
</tr>
<tr>
<td>Constant testing</td>
<td>84.1%</td>
<td>Project Visibility</td>
<td>75.8%</td>
</tr>
<tr>
<td>Feedback incorporation</td>
<td>84.1%</td>
<td>Planning game</td>
<td>70.7%</td>
</tr>
<tr>
<td>Being incremental</td>
<td>83.3%</td>
<td>Simple design</td>
<td>62.9%</td>
</tr>
<tr>
<td>Reflexion and introspection</td>
<td>80.8%</td>
<td>Stand-up meetings</td>
<td>57.7%</td>
</tr>
<tr>
<td>Being cooperative</td>
<td>79.3%</td>
<td>Coding standards</td>
<td>55.7%</td>
</tr>
<tr>
<td>Time-Boxing</td>
<td>63.5%</td>
<td>Collective code ownership</td>
<td>51.7%</td>
</tr>
<tr>
<td>Transparency</td>
<td>62.8%</td>
<td>Test driven development</td>
<td>46.2%</td>
</tr>
<tr>
<td>Emergence</td>
<td>57.7%</td>
<td>Sustainable pace</td>
<td>42.3%</td>
</tr>
<tr>
<td>Self-organization</td>
<td>57.2%</td>
<td>On site customer</td>
<td>37.3%</td>
</tr>
<tr>
<td>Leanness</td>
<td>56.5%</td>
<td>Whole teams</td>
<td>34.9%</td>
</tr>
<tr>
<td>Modularity</td>
<td>54.0%</td>
<td>Metaphor</td>
<td>34.6%</td>
</tr>
<tr>
<td>Small teams</td>
<td>43.2%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 5: Relevance Level for Characteristics of Agility and Agile Practices
H0 3 was not observed, as the characteristics of agility did not present the same relevance level. The same caveats already made in relation to risks related to not observing H0 1 and H0 2 also apply to H0 3.

H0 4 also was not observed, as the agile practices did not present the same relevance level. But the same risks arise, due to the sample confidence level.

One of the characteristics of agility that had more than 90% for pertinence (being iterative) is considered a commonplace amongst the most known agile methods.

Although in different order, the 10 characteristics of agility/agile practices that had higher pertinence also presented higher relevance levels.

Based on results of this study, 16 characteristics of agility and 15 agile practices, recorded in Table 5 above will proceed in the next steps of this research.

5 Threats to Validity

This study was based on initial sets of characteristics of agility and agile practices identified based on what was found in the technical literature, from the point-of-view of the researchers. This translates into a limitation of the study. One cannot be sure that the same initial sets would be obtained if an attempt had been made to identify characteristics and practices in agile software projects which employ real ideas of agility in software development. This could lead this study to different results if a more ‘industrial’ view had been used to identify the initial sets of characteristics and practices.

Also, limitations or threats to the validity of this study are associated with the criteria that led to the construction of search strings used in both the systematic reviews that led to the initial set of characteristics of agility and agile practices included in the study. On those opportunities, there was an attempt to avoid a loss of documents relevant to the study. However, due to the choice of search terms, and also because of some difficulties with the search engine in the ACM digital library (as described in Section 2.2), especially during the review of characteristics of agility, there is the risk that relevant studies have been left out of the review.

In the case of the systematic review to identify characteristics of agility, the criteria established in the protocol (deleting retrieved references to documents reporting characteristics of an agile method in particular), though avoiding influences (biases), may have left out of the initial set some characteristic, differently from those identified with the execution protocol planned for this systematic review.

The experience with agile projects was weighted with the weights associated to each participant. However, many projects nowadays that are said or considered to be agile are actually not, which could skew the results. It was not possible to evaluate the profile of the respondents in the study, to exclude those who do not have sufficient practical experience to answer the questions.

It should also be considered that the confidence level obtained for the sample used in this study was of about 80.23%, which represents a risk, even considering that some messages might not have been received (because, for example, of the possibility of emails that are no longer being used by the researchers invited to participate in the study). Thus, the present results can be used, but with due caution.

As for constructo validity, this study is characterized by a supposed validity of two initial sets of characteristics of agility and agile practices identified through systematic reviews of the technical literature. One purpose of the study is to confirm the validation of the initial set of characteristics of agility, and enable its evolution, besides getting, at the same time, a suitable set of agile practices related to the adoption of an agile approach to software processes.

Regarding the external validity of this study, participants are considered representative for the population of researchers in agile approaches, as they were identified through systematic reviews of literature, including studies published since 2008. Potential risks or threats to validity arising from the criteria used in systematic reviews are partially reduced by not including, in the survey, authors of articles from which we extracted characteristics and practices, once it could be some argument that the views of such researchers could eventually influence the results, as they themselves have contributed to the identification of characteristics / practices in their papers. The objects used in this study (initial set of characteristics of agility and agile practices) can be considered real and representative to the problem being studied, as these objects have been defined using different scientific papers published in the technical literature on agile approaches. Once he/she started filling out the survey instrument, each participant had the opportunity to answer the questionnaire without a limitation of time.
The instrumentation used in this study was designed to be as simple as possible and require the least amount of time from participants to answer questions. The language of the survey instrument was the English language, for being the most accessible one and considering the various nationalities of the participants invited to join the study.

6 Conclusion and Future Works

From the participants’ responses, two characteristics of agility originated by the systematic literature review were excluded from the initial knowledge repository: Convergence and Local Teams. The same happened with two agile practices originated from the systematic literature review: open workspace and pair programming. Sixteen characteristics of agility and fifteen agile practices became part of an initial knowledge repository to support the continuation of studies about agility in software processes. Out of sixteen characteristics of agility which became part of the knowledge repository, only one (small teams) had its relevance level below 50%.

Out of fifteen agile practices which should be part of the knowledge repository, ten had a relevance level over 50%. Among these, Continuous Integration is the practice with the highest level of relevance, at 92%. The practices with the lowest levels of relevance were: whole team and metaphor.

The use of the knowledge repository constructed from the initial results of this study has a confidence level of 80.23%, achieved from the sample and calculated according to the plan described in Section 4.1. The result of the study steers to sixteen characteristics of agility and fifteen agile practices which initially can be part of a knowledge repository to be used in the next phases of this research, aiming at inserting characteristics of agility in software processes:

- 16 Characteristics of Agility: Being collaborative, being cooperative, being incremental, adaptability, self-organization, being iterative, constant testing, emergency, feedback incorporation, leanness, modularity, people orientation, reflection and introspection, small teams, time-boxing, and transparency.
- 15 Agile Practices: Coding standards, collective code ownership, continuous integration, metaphor, on-site customer, planning game, product backlog, project visibility, refactoring, simple design, short releases, daily meetings, and sustainable pace.

The descriptions of these characteristics of agility and agile practices have been consolidated and presented in Sections 2.3 and 3.3, respectively.

Future work in the context of agile software processes may include aspects such as estimation of the degree of agility achieved by methods or software processes, design and execution of experimental studies to detect and/or implement agile practices related to software process activities, which can promote agility for a specific software process in a given development environment.

The studies more closely related to this work are those identified through the systematic reviews conducted in order to identify characteristics of agility and agile practices. Also, there are surveys about agile practices such as those done by [31]. At a glance, what differentiates this work is its contribution, in the agile context, consolidating characteristics of agility and agile practices, both identified and evaluated through studies planned and executed with some level of formalism and rigour, towards the construction of an evidence-based knowledge repository.

This work is part of a research effort in a broader context [76], including other phases which contemplate establishing a relationship between characteristics of agility and agile practices as well as between agile practices and process activities, to support the selection of agile practices to be adopted in software processes. These relationships, after evaluation, along with the information captured by the studies presented here, form a knowledge repository to support an agility framework to guide teams on calibrating their processes according to their needs.
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